**[Lecture 6](https://cs50.harvard.edu/python/2022/notes/6/" \l "lecture-6)**

* [File I/O](https://cs50.harvard.edu/python/2022/notes/6/#file-io)
* [open](https://cs50.harvard.edu/python/2022/notes/6/#open)
* [with](https://cs50.harvard.edu/python/2022/notes/6/#with)
* [CSV](https://cs50.harvard.edu/python/2022/notes/6/#csv)
* [Binary Files and PIL](https://cs50.harvard.edu/python/2022/notes/6/#binary-files-and-pil)
* [Summing Up](https://cs50.harvard.edu/python/2022/notes/6/#summing-up)

[**File I/O**](https://cs50.harvard.edu/python/2022/notes/6/#file-io)

* Up until now, everything we’ve programmed has stored information in memory. That is, once the program is ended, all information gathered from the user or generated by the program is lost.
* **File I/O is the ability of a program to take a file as input or create a file as output**.
* To begin, in the terminal window type code names.py and code as follows:
* name = input("What's your name?" )
* print(f"hello, **{**name**}**")

Notice that running this code has the desired output. The user can input a name. The output is as expected.

* However, what i**f we wanted to allow multiple names to be inputted**? How might we achieve this? Recall that **a list is a data structure that allows us to store multiple values into a single variable.** Code as follows:
* names = [] 创建空的结构体
* **for** \_ **in** range(3):
* name = input("What's your name?" ) 输入这一轮的名字
* names.append(name) 将这个名字加入结构体中
* 并且按“输入进去的顺序”输出！！！！！！！

Notice that the user will be prompted(鼓励，提示) three times for input. The append method is used to add the name to our names list.

* This code could be simplified to the following:
* names = []
* **for** \_ **in** range(3):
* names.append(input("What's your name?" ))

Notice that this has the same result as the prior block of code.

* + Now, let’s enable the ability to **print the list of names as a sorted list. Code as follows:**

names = []

**for** \_ **in** range(3):

names.append(input("What's your name?" ))

**for** name **in** sorted(names): 字典序排序后再输出

print(f"hello, **{**name**}**")

--------------------------------------------------------------------------------------------------------

结果：

What's your name?hbx

What's your name?cqy

What's your name?rzz

hello, cqy

hello, hbx

hello, rzz

Notice that once this program is executed, all information is lost. File I/O allows your program to store this information such that it can be used later.

* You can learn more in Python’s documentation of [sorted](https://docs.python.org/3/library/functions.html#sorted).

[**open**](https://cs50.harvard.edu/python/2022/notes/6/#open)

* open is a functionality built into Python that allows you to open a file and utilize it in your program. The **open function allows you to open a file** such that **you can read from it or write to it.**
* To show you how to enable file I/O in your program, let’s rewind a bit and code as follows:
* name = input("What's your name? ")
* file = open("names.txt", "w")
* file.write(name)
* file.close()

Notice that the open function opens a file called names.txt with writing enabled, as signified by the w. The code above assigns that opened file to a variable called file. The line file.write(name) writes the name to the text file. The line after that closes the file.

* Testing out your code by typing python names.py, you can input a name and it saves to the text file. However, if you run your program multiple times using different names, you will notice that this program will entirely rewrite the names.txt file each time.
* Ideally, we want to be able to append（附加） each of our names to the file. Remove the existing text file by typing rm names.txt in the terminal window. Then, modify your code as follows:
* name = input("What's your name? ")
* file = open("names.txt", "a")
* file.write(name)
* file.close()

Notice that the only change to our code is that the w has been changed to a for “append”. Rerunning this program multiple times, you will notice that names will be added to the file. However, you will notice a new problem!

* Examining your text file after running your program multiple times, you’ll notice that the names are running together. The names are being appended without any gaps between each of the names. You can fix this issue. Again, remove the existing text file by typing rm names.txt in the terminal window. Then, modify your code as follows:
* name = input("What's your name? ")
* file = open("names.txt", "a")
* file.write(f"**{**name**}\n**")
* file.close()

Notice that the line with file.write has been modified to add a line break at the end of each name.

* This code is working quite well. However, there are ways to improve this program. It so happens that it’s quite easy to forget to close the file.
* You can learn more in Python’s documentation of [open](https://docs.python.org/3/library/functions.html#open).

[**with**](https://cs50.harvard.edu/python/2022/notes/6/#with)

* The keyword with allows you to automate the closing of a file.
* Modify your code as follows:
* name = input("What's your name? ")
* **with** open("names.txt", "a") **as** file:
* file.write(f"**{**name**}\n**")

Notice that the line below with is indented.

* Up until this point, we have been exclusively writing to a file. What if we want to read from a file. To enable this functionality, modify your code as follows:
* **with** open("names.txt", "r") **as** file:
* lines = file.readlines()
* **for** line **in** lines:
* print("hello,", line)

Notice that readlines has a special ability to read all the lines of a file and store them in a file called lines. Running your program, you will notice that the output is quite ugly. There seem to be multiple line breaks where there should be only one.

* There are many approaches to fix this issue. However, here is a simple way to fix this error in our code:
* **with** open("names.txt", "r") **as** file:
* lines = file.readlines()
* **for** line **in** lines:
* print("hello,", line.rstrip())

Notice that rstrip has the effect of removing the extraneous line break at the end of each line.

* Still, this code could be simplified even further:
* **with** open("names.txt", "r") **as** file:
* **for** line **in** file:
* print("hello,", line.rstrip())

Notice that running this code, it is correct. However, notice that we are not sorting the names.

* This code could be further improved to allow for the sorting of the names:
* names = []
* **with** open("names.txt") **as** file:
* **for** line **in** file:
* names.append(line.rstrip())
* **for** name **in** sorted(names):
* print(f"hello, **{**name**}**")

Notice that names is a blank list where we can collect the names. Each name is appended to the names list in memory. Then, each name in the sorted list in memory is printed. Running your code, you will see that the names are now properly sorted.

* What if we wanted the ability to store more than just the names of students? What if we wanted to store both the student’s name and their house as well?

[**CSV**](https://cs50.harvard.edu/python/2022/notes/6/#csv)

* CSV stands for “comma separated values”.
* In your terminal window, type code students.csv. Ensure your new CSV file looks like the following:
* Hermoine,Gryffindor
* Harry,Gryffindor
* Ron,Gryffindor
* Draco,Slytherin
* Let’s create a new program by typing code students.py and code as follows:
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* row = line.rstrip().split(",")
* print(f"**{**row[0]**}** is in **{**row[1]**}**")

Notice that rstrip removes the end of each line in our CSV file. split tells the compiler where to find the end of each of our values in our CSV file. row[0] is the first element in each line of our CSV file. row[1] is the second element in each line in our CSV file.

* The above code is effective at dividing each line or “record” of our CSV file. However, it’s a bit cryptic to look at if you are unfamiliar with this type of syntax. Python has built-in ability that could further simplify this code. Modify your code as follows:
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* print(f"**{**name**}** is in **{**house**}**")

Notice that the split function actually returns two values: The one before the comma and the one after the comma. Accordingly, we can rely upon that functionality to assign two variables at once instead of one!

* Imagine that we would again like to provide this list as sorted output? You can modify your code as follows:
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* students.append(f"**{**name**}** is in **{**house**}**")
* **for** student **in** sorted(students):
* print(student)

Notice that we create a list called students. We append each string to this list. Then, we output a sorted version of our list.

* Recall that Python allows for dictionaries where a key can be associated with a value. This code could be further improved
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* student = {}
* student["name"] = name
* student["house"] = house
* students.append(student)
* **for** student **in** students:
* print(f"**{**student['name']**}** is in **{**student['house']**}**")

Notice that we create an empty dictionary called student. We add the values for each student, including their name and house into the student dictionary. Then, we append that student to the list called students.

* We can improve our code to illustrate this as follows:
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* student = {"name": name, "house": house}
* students.append(student)
* **for** student **in** students:
* print(f"**{**student['name']**}** is in **{**student['house']**}**")

Notice that this produces the desired outcome, minus the sorting of students.

* Unfortunately, we cannot sort the students as we had prior because each student is now a dictionary inside of a list. It would be helpful if Python could sort the students list of student dictionaries that sorts this list of dictionaries by the student’s name.
* To implement this in our code, make the following changes:
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* students.append({"name": name, "house": house})
* **def** get\_name(student):
* **return** student["name"]
* **for** student **in** sorted(students, key=get\_name):
* print(f"**{**student['name']**}** is in **{**student['house']**}**")

Notice that sorted needs to know how to get the key of each student. Python allows for a parameter called key where we can define on what “key” the list of students will be sorted. Therefore, the get\_name function simply returns the key of student["name"]. Running this program, you will now see that the list is now sorted by name.

* Still, our code can be further improved upon. It just so happens that if you are only going to use a function like get\_name once, you can simplify your code in the manner presented below. Modify your code as follows:
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, house = line.rstrip().split(",")
* students.append({"name": name, "house": house})
* **for** student **in** sorted(students, key=**lambda** student: student["name"]):
* print(f"**{**student['name']**}** is in **{**student['house']**}**")

Notice how we use a lambda function, an anonymous function, that says “Hey Python, here is a function that has no name: Given a student, access their name and return that to the key.

* Unfortunately, our code is a bit fragile. Suppose that we changed our CSV file such that we indicated where each student grew up. What would be the impact of this upon our program? First, modify your students.csv file as follows:

Harry,"Number Four, Privet Drive"

Ron,The Burrow

Draco,Malfoy Manor

Notice how running our program how will produce a number of errors.

* Now that we’re dealing with homes instead of houses, modify your code as follows:
* students = []
* **with** open("students.csv") **as** file:
* **for** line **in** file:
* name, home = line.rstrip().split(",")
* students.append({"name": name, "home": home})
* **for** student **in** sorted(students, key=**lambda** student: student["name"]):
* print(f"**{**student['name']**}** is in **{**student['home']**}**")

Notice that running our program still does not work properly. Can you guess why?

* The ValueError: too many values to unpack error produced by the compiler is a result of the fact that we previously created this program expecting the CSV file is split using a , (comma). We could spend more time addressing this, but indeed someone else has already developed a way to “parse” (that is, to read) CSV files!
* Python’s built-in csv library comes with an object called a reader. As the name suggests, we can use a reader to read our CSV file despite the extra comma in “Number Four, Privet Drive”. A reader works in a for loop, where each iteration the reader gives us another row from our CSV file. This row itself is a list, where each value in the list corresponds to an element in that row. row[0], for example, is the first element of the given row, while row[1] is the second element.
* **import** csv
* students = []
* **with** open("students.csv") **as** file:
* reader = csv.reader(file)
* **for** row **in** reader:
* students.append({"name": row[0], "home": row[1]})
* **for** student **in** sorted(students, key=**lambda** student: student["name"]):
* print(f"**{**student['name']**}** is from **{**student['home']**}**")

Notice that our program now works as expected.

* Up until this point, we have been relying upon our program to specifically decide what parts of our CSV file are the names and what parts are the homes. It’s better design, though, to bake this directly into our CSV file by editing it as follows:
* name,home
* Harry,"Number Four, Privet Drive"
* Ron,The Burrow
* Draco,Malfoy Manor

Notice how we are explicitly saying in our CSV file that anything reading it should expect there to be a name value and a home value in each line.

* We can modify our code to use a part of the csv library called a DictReader to treat our CSV file with even more flexibilty:
* **import** csv
* students = []
* **with** open("students.csv") **as** file:
* reader = csv.**DictReader**(file)
* **for** row **in** reader:
* students.append({"name": row["name"], "home": row["home"]})
* **for** student **in** sorted(students, key=**lambda** student: student["name"]):
* print(f"**{**student['name']**}** is in **{**student['home']**}**")

Notice that we have replaced reader with DictReader, which returns one dictionary at a time. Also, notice that the compiler will directly access the row dictionary, getting the name and home of each student. This is an example of coding defensively. As long as the person designing the CSV file has inputted the correct header information on the first line, we can access that information using our program.

* Up until this point, we have been reading CSV files. What if we want to write to a CSV file?
* To begin, let’s clean up our files a bit. First, delete the students.csv file by typing rm students.csv in the terminal window. This command will only work if you’re in the same folder as your students.csv file.
* Then, in students.py, modify your code as follows:
* **import** csv
* name = input("What's your name? ")
* home = input("Where's your home? ")
* **with** open("students.csv", "a") **as** file:
* writer = csv.**DictWriter**(file, fieldnames=["name", "home"])
* writer.writerow({"name": name, "home": home})

Notice how we are leveraging the built-in functionality of DictWriter, which takes two parameters: the file being written to and the fieldnames to write. Further, notice how the writerow function takes a dictionary as its parameter. Quite literally, we are telling the compiler to write a row with two fields called name and home.

* Note that there are many types of files that you can read from and write to.
* You can learn more in Python’s documentation of [CSV](https://docs.python.org/3/library/csv.html).

[**Binary Files and PIL**](https://cs50.harvard.edu/python/2022/notes/6/#binary-files-and-pil)

* One more type of file that we will discuss today is a binary file（二进制文件）. A binary file is simply a collection of ones and zeros. This type of file can store anything including, music and image data.
* There is a popular Python library called **PIL that works well with image files.**
* Animated GIFs are a popular type of image file that has many image files within it that are played in sequence over and over again, creating a simplistic animation or video effect.
* Imagine that we have a series of costumes, as illustrated below.
* Here is costume1.gif.

![Cat number 1.](data:image/gif;base64,R0lGODlhvgDSAJEAAAAQJv+rGf///////yH/C05FVFNDQVBFMi4wAwEAAAAh+QQFAAADACwAAAAAvgDSAAAC/5SPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvHKEAD8o3DNZ33vrmr/YYJIVFSCwSMx1+w+UgqlzaoL8izFmlTZVaL41K/WmmXCY6Jx+Sj+dxOu9476LtLlcvubCIfrqe2BhcnOIjnVRiYckhYtfeHh7a40uj4OBeJqEgJBIC4OamyA1rK2UliGSrqqWp6ihriuoo5gXVbJ0Ba+lobW6JJ67uFW4zLi5z3OzMLmotgHHybjAy73BHcy3NM3e29et36Lck9bu7NGv7RXJ19/h6qDvwJX2//bS2PwX7fD5+uTwM/fwTxAQx4YWDBhcmeIdzgjqHEdvkeOog4MSMti/8ZMGr8mKgiRwUKQYI8OJJBSZP/sDgTmVIXPZYTo80MGRPJTZoFnxxwOQVlTpk8GTokdlNoTI9FG6IMEhTmQ6ZNeSmVueaqRaqXuL6DuWvM0AVebe5cqNVA2LQBV7KpBdTosAhS2Opb+dSr031ZpcorqTQsQb8/+85NCfgwWbftBIqxe80jW8H2CEObCfmXZMUN9MZzTC8zqs2cOzP+DBpnTqaiPUctHeWxZUqsZ2O9J7rw66V4bd+uDDt2aN9p3BJ3rQwi5uCxuBL/3ZK5WpLLpS8qe/x0VFsO6z5vgt26Su1iIdy6vH3rWXTfySe/iAW96ranc8uvJ/S87vl31xv/9ICcNfqplZR4YLg22TDu5XXUIN854Z9B0vm0H3CcUUggIP1F+J9OGLrHHwUOGmgFcuWZF19hHLJH2Igkgrciix52B2IfFbj44hAmhjjehzXa6OEBb+VYCXwxdojiJDuGxJwiGPpxVIY95RPlkkyWdtCTHT2IFY1y5fgjOacEZl+XI8Rn5W58jWOMMHCl1VqUIJQz5YvsmAXVa8VYYJeW81DmD2TZ4AnUZX7OOCOXiR7JZoIJvERoEq0IJycjn+TZD4EipdMVnpZSl6IgejJaClJ05RdpmafaFMYhgHqzGECHghopM3te0QimsJrmKXeEWlppDpG8ykuSt974ayVE/56gCbGIIGtfr8ou+6dT3dzAaiZ2/CgsLjpQm0qNOqq6ZYmkIjOWiIrOeW6p6fq6babvBgkjh5oASG634IL25lnTuKtcqLRpim2q/wLsWJez1pvvlgZfi02/A247Ma7tToFvj8ZQXGsLemVMqcEd45vqC16B7KvI0axTyLEeM4ZywMkSyLIcXMVscnvrhnsxyZCwvK+t5vj8LbgNAzsO0TkDfd1KOE+rdCBMPT3KvjtXTWrUWGvddNYcHJ0k111/IzbPZY8NccRbR3x1JoyezTTbQbd6ZNw8Uxtsc/yQPLeKeIPdQ0R8y0Ju3pG5A/TfhQM+bjPsxml4okM5q8TjcP8KzO+7uj5r+ZMry923zcGIoPIHQM6r6Sx/eks447SNHstbqFNa7OuRz66wf3pgjjutB+Nh7sK4pwpK48IPv/mVqkBSce++d0Mnxlg37zxS59rEeee8Vx/rxVQMWQzw6mZre+gae/+9mCobvAzrraCfiFPrb6/ZF7c7DP8Y+LmPWByAU84itLTNYuMhnYnSdLqpHKZhAGRPTVzXLSORbDBhuoR6LpSd/BEiI1yA3PGqFrbU9KOB++ORsfj3rVU5LFAIJIeaEqW+gtELWix0mgEMQogZaeNnOkkIiEgoPQVQw1UCagYEUQSv8eGGKg+wSq44QcIjwmd8StyfDSEAKUj/+QKI73kZstRloXZRIBROJAMXu8gCqWilPjergAspEhf2CIJPFXHOySzwmiHGEXoDjI0PYWNH72EgKo36Sh8lCK1VnQNmGdCfSQ7pRzoC8mJtHGQLwcFDSSbJHEzUQPo+IsUQajI2iyxJwB5pPjo6QH7CKaXXLFlBSAXuMHxUTHh2xZdLmrBoC5DQAtE3EIdBR4Cp5IsQG+Ukxggul5r6EpRq4cqWKXNvo0xdDYsJGiFFpw23TBt3aLVESDLzhmE0QjepQcXnRRObX8vCNX8XQFwKx0iJEWc7bUDM5PExafMM2YroVy8OnjF+/NTYoszSCV2GhJM96xG0yJfQWDpC/0LviBW/7ncgXQLRM4biHq80WMYYIUcAJ/Jo90CqRTiO0J6Ha2Hy4GlIdv5Fn1aMBhtWKtOZ0hSZlyrHQGVp0oNSkg9/+Ckmg7oqm2rRe0bNIVLH97CahvOpF41eTDUYytntNJpTpepFJdLUF3oVqih1U1fHWqk91skGAcpq1wglUCa0laXFgatGqrQgt2Z0PVvF6S/Jg9GRKFSPDMpfYNVTFT3psKbOk2gtwYIgvTauKR8Ep4W06lhtgGmumGVJZWl32XlldlSWC2dOcRXX/831tPrK5xFXO5YlAdSAWJUsJExr2wPOz3Y1ZS2o/Fq63WmHrrzy62M/WzBg+tZIiZe9Ul2Vu9ziNjeBAY2pxaa7y3HtD0KjJexzo8Pdslo3o9sN73SJ+0fwmjex6E2vIZ8pXmSKjqntbSVlo7tChuJ3k0Wp7x/bZVtf9Xe/ubyef43l2QP/V0JlGGxJpYaRAD80tfW7k4IXu1YCJy6kEAYs9fT2RAlXdX4ifp/L3rrb/n04HMgVrIbHCuMYy3jGNK6xjW+sjgIAADs=)

* Here is another one called costume2.gif. Notice how the leg positions are slightly different.

![Cat number 2.](data:image/gif;base64,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)

* Before proceeding, please make sure that you have downloaded the source code files from the course website. It will not be possible for you to code the following without having the two images above in your possession and stored in your IDE.
* In the terminal window type code costumes.py and code as follows:
* **import** sys
* **from** PIL **import** Image
* images = []
* **for** arg **in** sys.argv[1:]:
* image = Image.open(arg)
* images.append(image)
* images[0].save(
* "costumes.gif", save\_all=True, append\_images=[images[1]], duration=200, loop=0
* )

Notice that we import the Image functionality from PIL. Notice that the first for loop simply loops through the images provided as command-line arguments and stores theme into the list called images. The 1: starts slicing argv at its second element. The last lines of code saves the first image and also appends a second image to it as well, creating an animated gif. Typing python costumes.py costume1.gif costume2.gif into the terminal. Now, type code costumes.gif into the terminal window, and you can now see an animated GIF.

* You can learn more in Pillow’s documentation of [PIL](https://pillow.readthedocs.io/).

[**Summing Up**](https://cs50.harvard.edu/python/2022/notes/6/#summing-up)

Now, we have not only seen that we can write and read files textually—we can also read and write files using ones and zeros. We can’t wait to see what you achieve with these new abilities next.

* File I/O
* open
* with
* CSV
* PIL